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# Introduction

The choice between continuous integration tools is a largely debated topic amongst developers. The two most considerable of these tools are Jenkins and GitLab CI, both open-source management platforms that help with the DevOps stages of developing, testing, and deploying. Both hold important benefits and drawbacks which are discussed below.

# GitLab CI

## **Benefits** – Setup, Scalability & Integration

We can conclude, after setting up both integration tools, that setting up GitLab CI is less demanding. This tool is self-contained and has the ability to integrate everything in the same product under the same browser tab [1]. From the help of runner binaries, configuration and scaling take a short amount of time. Along with the graphical interface and a declarative language, GitLab CI can orchestrate many types of pipelines (chains, runs, monitors, etc). The tool naturally integrates with GitLab source code, we simply create pipelines using ***gitlab-ci.yml*** files and change them with the provided GUI.

## **Drawbacks** – Complexity & Analytics

When the setup is finished, GitLab CI becomes not all that easy. The company has numerous unfinished features which creates many problems for developers needing a solution for unclear tasks. Files created for build processes with important data become redundant since they need to be created for each job that is run. There is no easy way to share the same ***gitlab-ci.yml*** script between repositories either. To add, this tool does not contain analytics for pipeline tracking. Hence, important KPIs are lost during builds and cannot be retrieved.

# Jenkins

## **Benefits** – Customization & Support

Being the most popular CI tool, Jenkins does much more than just pipelines. The platform possesses an extensive library of plug-ins are supplement specific actions that developers are trying to accomplish. There are countless options on how to display outputs, such as having a pass/fail test list. Jenkins provides parallel execution, REST API support, and work distribution, which makes this a better integration tool for larger projects. Another reason that Jenkins is chosen over GitLab CI so frequently is for the technical support. The tool itself has a sizeable documentation as well as many community forums and patrons who are willing to provide guidance, this is what paints Jenkins as the more advantageous CI tool.

## **Drawbacks** – Setup & Maintenance

The setup process of Jenkins compared to GitLab CI feels more manual. The imperative programming language has a not-so easy syntax to read or understand. As well, Jenkins jobs and views can look very messy with the legacy UI it uses. After running through the entire setup process, it seems as though Jenkins makes it too easy to do the wrong thing. With its ecosystem of plug-ins, there are many paths for a project to go south quickly. Maintenance will be tough for developers that are not extremely well versed in the platform.

# Recommendation

Learning both CI tools is the best way to interpret what will work best for a certain project. However, the tool that has the overall best benefits to drawbacks ratio is Jenkins. Being the most popular in the tech community, it is easy to see why. This tool does not require a large budget or people to get it working efficiently and is best suited for small to medium companies. Once the overhead of the setup process is finished, the tool provides easy to deploy code, a large plugin library, and tons of support. Solely for Continuous Integration, Jenkins wins the competition.

GitLab CI should be used more for collaboration and version control. It should not be chosen due to its complexity with code structures and lack of analytics. These drawbacks create a lot of problems down the line when it is time to refactor code. This tool, despite its flaws, are great for larger projects based off its granularity and centralized setup and configuration. To avoid the complexity issue, perhaps the best action would be to only use GitLab CI for quick tests. Jenkins can be used for larger builds and deployments.

Overall, Jenkins provides the most benefits when considering the price and training that it requires. It fits into many different projects due to its customization abilities. As well, support within the Jenkins community provides new Jenkins users with lots of documentation to reference during integration.
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